**Ds day11**

1. Write a C program to search for a number, Min, Max from a BST:

#include <stdio.h>

#include <stdlib.h>

struct Node {

int data;

struct Node\* left;

struct Node\* right;

};

struct Node\* newNode(int data) {

struct Node\* node = (struct Node\*)malloc(sizeof(struct Node));

node->data = data;

node->left = node->right = NULL;

return node;

}

struct Node\* insert(struct Node\* node, int data) {

if (node == NULL) return newNode(data);

if (data < node->data)

node->left = insert(node->left, data);

else

node->right = insert(node->right, data);

return node;

}

int findMin(struct Node\* node) {

struct Node\* current = node;

while (current && current->left != NULL)

current = current->left;

return current->data;

}

int findMax(struct Node\* node) {

struct Node\* current = node;

while (current && current->right != NULL)

current = current->right;

return current->data;

}

int main() {

struct Node\* root = NULL;

root = insert(root, 15);

insert(root, 10);

insert(root, 20);

insert(root, 8);

insert(root, 12);

insert(root, 17);

insert(root, 25);

printf("Minimum value in the BST: %d\n", findMin(root));

printf("Maximum value in the BST: %d\n", findMax(root));

return 0;

}

Output:
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1. Write a C program to perform the following operations:

a) Insert an element into a AVL tree.

b) Delete an element from a AVL tree.

c) Search for a key element in a AVL tree.

#include <stdio.h>

#include <stdlib.h>

struct Node {

int key;

struct Node \*left;

struct Node \*right;

int height;

};

int max(int a, int b) {

return (a > b) ? a : b;

}

int height(struct Node \*N) {

if (N == NULL)

return 0;

return N->height;

}

struct Node\* newNode(int key) {

struct Node\* node = (struct Node\*)malloc(sizeof(struct Node));

node->key = key;

node->left = NULL;

node->right = NULL;

node->height = 1;

return node;

}

struct Node \*rightRotate(struct Node \*y) {

struct Node \*x = y->left;

struct Node \*T2 = x->right;

x->right = y;

y->left = T2;

y->height = max(height(y->left), height(y->right)) + 1;

x->height = max(height(x->left), height(x->right)) + 1;

return x;

}

struct Node \*leftRotate(struct Node \*x) {

struct Node \*y = x->right;

struct Node \*T2 = y->left;

y->left = x;

x->right = T2;

x->height = max(height(x->left), height(x->right)) + 1;

y->height = max(height(y->left), height(y->right)) + 1;

return y;

}

int getBalance(struct Node \*N) {

if (N == NULL)

return 0;

return height(N->left) - height(N->right);

}

struct Node\* insert(struct Node\* node, int key) {

if (node == NULL)

return newNode(key);

if (key < node->key)

node->left = insert(node->left, key);

else if (key > node->key)

node->right = insert(node->right, key);

else

return node;

node->height = 1 + max(height(node->left), height(node->right));

int balance = getBalance(node);

if (balance > 1 && key < node->left->key)

return rightRotate(node);

if (balance < -1 && key > node->right->key)

return leftRotate(node);

if (balance > 1 && key > node->left->key) {

node->left = leftRotate(node->left);

return rightRotate(node);

}

if (balance < -1 && key < node->right->key) {

node->right = rightRotate(node->right);

return leftRotate(node);

}

return node;

}

struct Node\* minValueNode(struct Node\* node) {

struct Node\* current = node;

while (current->left != NULL)

current = current->left;

return current;

}

struct Node\* deleteNode(struct Node\* root, int key) {

if (root == NULL)

return root;

if (key < root->key)

root->left = deleteNode(root->left, key);

else if (key > root->key)

root->right = deleteNode(root->right, key);

else {

if ((root->left == NULL) || (root->right == NULL)) {

struct Node \*temp = root->left ? root->left : root->right;

if (temp == NULL) {

temp = root;

root = NULL;

} else

\*root = \*temp;

free(temp);

} else {

struct Node\* temp = minValueNode(root->right);

root->key = temp->key;

root->right = deleteNode(root->right, temp->key);

}

}

if (root == NULL)

return root;

root->height = 1 + max(height(root->left), height(root->right));

int balance = getBalance(root);

if (balance > 1 && getBalance(root->left) >= 0)

return rightRotate(root);

if (balance > 1 && getBalance(root->left) < 0) {

root->left = leftRotate(root->left);

return rightRotate(root);

}

if (balance < -1 && getBalance(root->right) <= 0)

return leftRotate(root);

if (balance < -1 && getBalance(root->right) > 0) {

root->right = rightRotate(root->right);

return leftRotate(root);

}

return root;

}

struct Node\* search(struct Node\* root, int key) {

if (root == NULL || root->key == key)

return root;

if (key < root->key)

return search(root->left, key);

return search(root->right, key);

}

void preOrder(struct Node \*root) {

if (root != NULL) {

printf("%d ", root->key);

preOrder(root->left);

preOrder(root->right);

}

}

int main() {

struct Node \*root = NULL;

root = insert(root, 10);

root = insert(root, 20);

root = insert(root, 30);

root = insert(root, 40);

root = insert(root, 50);

root = insert(root, 25);

printf("Preorder traversal of the AVL tree is \n");

preOrder(root);

root = deleteNode(root, 10);

printf("\nPreorder traversal after deletion of 10 \n");

preOrder(root);

struct Node\* foundNode = search(root, 30);

if (foundNode != NULL)

printf("\nElement 30 found in the AVL tree.\n");

else

printf("\nElement 30 not found in the AVL tree.\n");

return 0;

}

Output:
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1. Write a C program to implement Red black tree.

#include <stdio.h>

#include <stdlib.h>

#define RED 1

#define BLACK 0

typedef struct Node {

int data;

int color;

struct Node \*left, \*right, \*parent;

} Node;

Node\* createNode(int data) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

if (newNode == NULL) {

fprintf(stderr, "Memory allocation failed for new node.\n");

exit(EXIT\_FAILURE);

}

newNode->data = data;

newNode->color = RED;

newNode->left = newNode->right = newNode->parent = NULL;

return newNode;

}

void leftRotate(Node \*\*root, Node \*x) {

Node \*y = x->right;

x->right = y->left;

if (y->left != NULL) {

y->left->parent = x;

}

y->parent = x->parent;

if (x->parent == NULL) {

\*root = y;

} else if (x == x->parent->left) {

x->parent->left = y;

} else {

x->parent->right = y;

}

y->left = x;

x->parent = y;

}

void rightRotate(Node \*\*root, Node \*y) {

Node \*x = y->left;

y->left = x->right;

if (x->right != NULL) {

x->right->parent = y;

}

x->parent = y->parent;

if (y->parent == NULL) {

\*root = x;

} else if (y == y->parent->left) {

y->parent->left = x;

} else {

y->parent->right = x;

}

x->right = y;

y->parent = x;

}

void fixViolation(Node \*\*root, Node \*newNode) {

Node \*parent = NULL;

Node \*grandparent = NULL;

while ((newNode != \*root) && (newNode->color == RED) && (newNode->parent->color == RED)) {

parent = newNode->parent;

grandparent = parent->parent;

if (parent == grandparent->left) {

Node \*uncle = grandparent->right;

if (uncle != NULL && uncle->color == RED) {

grandparent->color = RED;

parent->color = BLACK;

uncle->color = BLACK;

newNode = grandparent;

} else {

if (newNode == parent->right) {

leftRotate(root, parent);

newNode = parent;

parent = newNode->parent;

}

rightRotate(root, grandparent);

int temp = parent->color;

parent->color = grandparent->color;

grandparent->color = temp;

newNode = parent;

}

} else {

Node \*uncle = grandparent->left;

if ((uncle != NULL) && (uncle->color == RED)) {

grandparent->color = RED;

parent->color = BLACK;

uncle->color = BLACK;

newNode = grandparent;

} else {

if (newNode == parent->left) {

rightRotate(root, parent);

newNode = parent;

parent = newNode->parent;

}

leftRotate(root, grandparent);

int temp = parent->color;

parent->color = grandparent->color;

grandparent->color = temp;

newNode = parent;

}

}

}

(\*root)->color = BLACK;

}

void insert(Node \*\*root, int data) {

Node \*newNode = createNode(data);

if (\*root == NULL) {

newNode->color = BLACK;

\*root = newNode;

return;

}

Node \*parent = NULL;

Node \*current = \*root;

while (current != NULL) {

parent = current;

if (newNode->data < current->data) {

current = current->left;

} else {

current = current->right;

}

}

newNode->parent = parent;

if (newNode->data < parent->data) {

parent->left = newNode;

} else {

parent->right = newNode;

}

fixViolation(root, newNode);

}

void inOrder(Node \*root) {

if (root == NULL) return;

inOrder(root->left);

printf("%d ", root->data);

inOrder(root->right);

}

int main() {

Node \*root = NULL;

insert(&root, 10);

insert(&root, 20);

insert(&root, 30);

insert(&root, 15);

printf("In-order traversal of the Red-Black Tree:\n");

inOrder(root);

printf("\n");

return 0;

}

Output:

![](data:image/png;base64,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)

1. Write a C program to implement B Tree:

#include <stdio.h>

#include <stdlib.h>

#define MIN\_DEGREE 2

typedef struct BTreeNode {

int \*keys;

int t;

struct BTreeNode \*\*C;

int n;

int leaf;

} BTreeNode;

BTreeNode\* createNode(int t, int leaf) {

BTreeNode\* newNode = (BTreeNode\*)malloc(sizeof(BTreeNode));

newNode->t = t;

newNode->leaf = leaf;

newNode->keys = (int\*)malloc((2 \* t - 1) \* sizeof(int));

newNode->C = (BTreeNode\*\*)malloc(2 \* t \* sizeof(BTreeNode\*));

newNode->n = 0;

return newNode;

}

void splitChild(BTreeNode \*parent, int i, BTreeNode \*child) {

BTreeNode \*newChild = createNode(child->t, child->leaf);

newChild->n = MIN\_DEGREE - 1;

for (int j = 0; j < MIN\_DEGREE - 1; j++)

newChild->keys[j] = child->keys[j + MIN\_DEGREE];

if (!child->leaf) {

for (int j = 0; j < MIN\_DEGREE; j++)

newChild->C[j] = child->C[j + MIN\_DEGREE];

}

child->n = MIN\_DEGREE - 1;

for (int j = parent->n; j >= i + 1; j--)

parent->C[j + 1] = parent->C[j];

parent->C[i + 1] = newChild;

for (int j = parent->n - 1; j >= i; j--)

parent->keys[j + 1] = parent->keys[j];

parent->keys[i] = child->keys[MIN\_DEGREE - 1];

parent->n++;

}

void insertNonFull(BTreeNode \*node, int key) {

int i = node->n - 1;

if (node->leaf) {

while (i >= 0 && key < node->keys[i]) {

node->keys[i + 1] = node->keys[i];

i--;

}

node->keys[i + 1] = key;

node->n++;

} else {

while (i >= 0 && key < node->keys[i])

i--;

if (node->C[i + 1]->n == 2 \* MIN\_DEGREE - 1) {

splitChild(node, i + 1, node->C[i + 1]);

if (key > node->keys[i + 1])

i++;

}

insertNonFull(node->C[i + 1], key);

}

}

void insert(BTreeNode \*\*root, int key) {

if ((\*root)->n == 2 \* MIN\_DEGREE - 1) {

BTreeNode \*newRoot = createNode((\*root)->t, 0);

newRoot->C[0] = \*root;

splitChild(newRoot, 0, \*root);

insertNonFull(newRoot, key);

\*root = newRoot;

} else {

insertNonFull(\*root, key);

}

}

void traverse(BTreeNode \*root) {

int i;

for (i = 0; i < root->n; i++) {

if (!root->leaf)

traverse(root->C[i]);

printf("%d ", root->keys[i]);

}

if (!root->leaf)

traverse(root->C[i]);

}

int main() {

BTreeNode \*root = createNode(MIN\_DEGREE, 1);

insert(&root, 10);

insert(&root, 20);

insert(&root, 5);

insert(&root, 6);

insert(&root, 12);

insert(&root, 30);

insert(&root, 7);

insert(&root, 17);

printf("Traversal of the B-tree is: ");

traverse(root);

return 0;

}

Output:  
![](data:image/png;base64,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)

1. Write a C program to implement B+ Tree:

#include <stdio.h>

#include <stdlib.h>

#define MAX 3 // Maximum degree of B+ Tree

typedef struct BPlusNode {

int keys[MAX - 1];

struct BPlusNode \*children[MAX];

int numKeys;

int isLeaf;

} BPlusNode;

BPlusNode\* createNode(int isLeaf) {

BPlusNode\* newNode = (BPlusNode\*)malloc(sizeof(BPlusNode));

newNode->isLeaf = isLeaf;

newNode->numKeys = 0;

for (int i = 0; i < MAX; i++) newNode->children[i] = NULL;

return newNode;

}

void insertNonFull(BPlusNode\* node, int key) {

int i = node->numKeys - 1;

if (node->isLeaf) {

while (i >= 0 && key < node->keys[i]) {

node->keys[i + 1] = node->keys[i];

i--;

}

node->keys[i + 1] = key;

node->numKeys++;

} else {

while (i >= 0 && key < node->keys[i]) i--;

i++;

if (node->children[i]->numKeys == MAX - 1) {

// Split child

BPlusNode\* newChild = createNode(node->children[i]->isLeaf);

for (int j = 0; j < MAX / 2; j++) {

newChild->keys[j] = node->children[i]->keys[j + MAX / 2];

}

newChild->numKeys = MAX / 2;

node->children[i]->numKeys = MAX / 2;

for (int j = node->numKeys; j >= i + 1; j--) {

node->children[j + 1] = node->children[j];

}

node->children[i + 1] = newChild;

node->keys[i] = node->children[i]->keys[MAX / 2 - 1];

node->numKeys++;

insertNonFull(node->children[i], key);

} else {

insertNonFull(node->children[i], key);

}

}

}

void insert(BPlusNode\*\* root, int key) {

if ((\*root)->numKeys == MAX - 1) {

BPlusNode\* newRoot = createNode(0);

newRoot->children[0] = \*root;

\*root = newRoot;

insertNonFull(newRoot, key);

} else {

insertNonFull(\*root, key);

}

}

void traverse(BPlusNode\* node) {

for (int i = 0; i < node->numKeys; i++) {

if (!node->isLeaf) traverse(node->children[i]);

printf("%d ", node->keys[i]);

}

if (!node->isLeaf) traverse(node->children[node->numKeys]);

}

int main() {

BPlusNode\* root = createNode(1);

insert(&root, 10);

insert(&root, 20);

insert(&root, 5);

insert(&root, 6);

insert(&root, 12);

printf("Traversal of B+ Tree: ");

traverse(root);

return 0;

}

Output:
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